## Titanic Survival

### Objective: Perform Different Pre-Processing Techniques

Pre-processing techniques include:

* 1.Handling Missing Data
* 2.Removing Outliers
* 3.Encoding Categorical Text Variables
* 4.Feature Scaling

### Importing Libraries

In [1]:

**import** numpy **as** np

**import** pandas **as** pd

**import** matplotlib.pyplot **as** plt

**import** seaborn **as** sns

**from** warnings **import** filterwarnings

filterwarnings('ignore')

### Loading Dataset

In [2]:

df **=** pd.read\_csv('Datasets and Dot Files/train.csv')

df.head()

Out[2]:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **PassengerId** | **Survived** | **Pclass** | **Name** | **Sex** | **Age** | **SibSp** | **Parch** | **Ticket** | **Fare** | **Cabin** | **Embarked** |
| **0** | 1 | 0 | 3 | Braund, Mr. Owen Harris | male | 22.0 | 1 | 0 | A/5 21171 | 7.2500 | NaN | S |
| **1** | 2 | 1 | 1 | Cumings, Mrs. John Bradley (Florence Briggs Th... | female | 38.0 | 1 | 0 | PC 17599 | 71.2833 | C85 | C |
| **2** | 3 | 1 | 3 | Heikkinen, Miss. Laina | female | 26.0 | 0 | 0 | STON/O2. 3101282 | 7.9250 | NaN | S |
| **3** | 4 | 1 | 1 | Futrelle, Mrs. Jacques Heath (Lily May Peel) | female | 35.0 | 1 | 0 | 113803 | 53.1000 | C123 | S |
| **4** | 5 | 0 | 3 | Allen, Mr. William Henry | male | 35.0 | 0 | 0 | 373450 | 8.0500 | NaN | S |

### Checking shape of dataset

In [3]:

df.shape

Out[3]:

(891, 12)

### Checking Null Values

In [4]:

df.isnull().sum()

Out[4]:

PassengerId 0  
Survived 0  
Pclass 0  
Name 0  
Sex 0  
Age 177  
SibSp 0  
Parch 0  
Ticket 0  
Fare 0  
Cabin 687  
Embarked 2  
dtype: int64

* As the total 891 rows , In 'Cabin' there are more than 70% data is missing , so it is irrelevant to fill it
* Drop Cabin column

In [5]:

df.pop('Cabin')

Out[5]:

0 NaN  
1 C85  
2 NaN  
3 C123  
4 NaN  
 ...   
886 NaN  
887 B42  
888 NaN  
889 C148  
890 NaN  
Name: Cabin, Length: 891, dtype: object

In [6]:

df.shape

Out[6]:

(891, 11)

### Filling Missing Values / Handling Missing values

In [7]:

df['Age'].plot.hist()

Out[7]:

<matplotlib.axes.\_subplots.AxesSubplot at 0x12cfa8f1190>

![](data:image/png;base64,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)

* as Curve is Bell Shaped , so fill the missing values by Mean

In [8]:

df['Age'].fillna(df['Age'].mean(), inplace**=** **True**)

* Embarked column is categorical so calculating the mode and filling it

In [9]:

df["Embarked"].value\_counts()

Out[9]:

S 644  
C 168  
Q 77  
Name: Embarked, dtype: int64

* We observe that max people are from S-southampton so we fill all with S

In [10]:

df["Embarked"].fillna(value**=**'S',inplace**=True**)

* Now checking missing values

In [11]:

df.isnull().sum()

Out[11]:

PassengerId 0  
Survived 0  
Pclass 0  
Name 0  
Sex 0  
Age 0  
SibSp 0  
Parch 0  
Ticket 0  
Fare 0  
Embarked 0  
dtype: int64

* All missing values are filled now ,

## Droping Irrelevent columns

* As the name column contain different name and the survival is not relevant to names
* passenger Id does not make any sense
* Ticket number doesnt provide any relevant information whether they survived or not so drop it

In [12]:

df.drop(['PassengerId','Name','Ticket'], axis**=**1, inplace**=True**)

In [13]:

df.head()

Out[13]:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Survived** | **Pclass** | **Sex** | **Age** | **SibSp** | **Parch** | **Fare** | **Embarked** |
| **0** | 0 | 3 | male | 22.0 | 1 | 0 | 7.2500 | S |
| **1** | 1 | 1 | female | 38.0 | 1 | 0 | 71.2833 | C |
| **2** | 1 | 3 | female | 26.0 | 0 | 0 | 7.9250 | S |
| **3** | 1 | 1 | female | 35.0 | 1 | 0 | 53.1000 | S |
| **4** | 0 | 3 | male | 35.0 | 0 | 0 | 8.0500 | S |

* Now data only conatin relevant columns

In [14]:

df.info()

<class 'pandas.core.frame.DataFrame'>  
RangeIndex: 891 entries, 0 to 890  
Data columns (total 8 columns):  
 # Column Non-Null Count Dtype   
--- ------ -------------- -----   
 0 Survived 891 non-null int64   
 1 Pclass 891 non-null int64   
 2 Sex 891 non-null object   
 3 Age 891 non-null float64  
 4 SibSp 891 non-null int64   
 5 Parch 891 non-null int64   
 6 Fare 891 non-null float64  
 7 Embarked 891 non-null object   
dtypes: float64(2), int64(4), object(2)  
memory usage: 55.8+ KB

### Encoding Categorical Text Variables

* Label Encoding it encode the value as per given instance
* Eg- columns has 3 category C/S/Q--it will form label suppose 0-C, 1-S, 2-Q

In [15]:

**from** sklearn.preprocessing **import** LabelEncoder

lab **=** LabelEncoder()

df["Sex"] **=** lab.fit\_transform(df["Sex"])

df["Embarked"] **=** lab.fit\_transform(df["Embarked"])

Label Encoding():

Sometimes in the data-set we will find textual data like names, countries states, then the machine cannot do mathematical operations or cannot understand the textual data.

So the textual data are to be converted in to numerical format which is called as label encoding. we make use of label Encoder class to convert textual data in to Numerical data.

In [16]:

df.head()

Out[16]:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Survived** | **Pclass** | **Sex** | **Age** | **SibSp** | **Parch** | **Fare** | **Embarked** |
| **0** | 0 | 3 | 1 | 22.0 | 1 | 0 | 7.2500 | 2 |
| **1** | 1 | 1 | 0 | 38.0 | 1 | 0 | 71.2833 | 0 |
| **2** | 1 | 3 | 0 | 26.0 | 0 | 0 | 7.9250 | 2 |
| **3** | 1 | 1 | 0 | 35.0 | 1 | 0 | 53.1000 | 2 |
| **4** | 0 | 3 | 1 | 35.0 | 0 | 0 | 8.0500 | 2 |

## Spliting Data into Dependent Variable and Independent variable

In [19]:

y **=** df.iloc[:,:1]

y.head()

Out[19]:

|  |  |
| --- | --- |
|  | **Survived** |
| **0** | 0 |
| **1** | 1 |
| **2** | 1 |
| **3** | 1 |
| **4** | 0 |

In [40]:

X **=** df.drop(["Survived"],axis**=**1)

X.head()

Out[40]:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Pclass** | **Sex** | **Age** | **SibSp** | **Parch** | **Fare** | **Embarked** |
| **0** | 3 | 1 | 22.0 | 1 | 0 | 7.2500 | 2 |
| **1** | 1 | 0 | 38.0 | 1 | 0 | 71.2833 | 0 |
| **2** | 3 | 0 | 26.0 | 0 | 0 | 7.9250 | 2 |
| **3** | 1 | 0 | 35.0 | 1 | 0 | 53.1000 | 2 |
| **4** | 3 | 1 | 35.0 | 0 | 0 | 8.0500 | 2 |

### Feature Scaling

In [41]:

**from** sklearn.preprocessing **import** StandardScaler

sc **=** StandardScaler()

In [42]:

x\_sc **=** sc.fit\_transform(X)

In [43]:

x\_sc

Out[43]:

array([[ 0.82737724, 0.73769513, -0.5924806 , ..., -0.47367361,  
 -0.50244517, 0.58595414],  
 [-1.56610693, -1.35557354, 0.63878901, ..., -0.47367361,  
 0.78684529, -1.9423032 ],  
 [ 0.82737724, -1.35557354, -0.2846632 , ..., -0.47367361,  
 -0.48885426, 0.58595414],  
 ...,  
 [ 0.82737724, -1.35557354, 0. , ..., 2.00893337,  
 -0.17626324, 0.58595414],  
 [-1.56610693, 0.73769513, -0.2846632 , ..., -0.47367361,  
 -0.04438104, -1.9423032 ],  
 [ 0.82737724, 0.73769513, 0.17706291, ..., -0.47367361,  
 -0.49237783, -0.67817453]])

In [46]:

df\_x **=** pd.DataFrame(x\_sc, columns**=**df.columns[1:])

df\_x.head()

Out[46]:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Pclass** | **Sex** | **Age** | **SibSp** | **Parch** | **Fare** | **Embarked** |
| **0** | 0.827377 | 0.737695 | -0.592481 | 0.432793 | -0.473674 | -0.502445 | 0.585954 |
| **1** | -1.566107 | -1.355574 | 0.638789 | 0.432793 | -0.473674 | 0.786845 | -1.942303 |
| **2** | 0.827377 | -1.355574 | -0.284663 | -0.474545 | -0.473674 | -0.488854 | 0.585954 |
| **3** | -1.566107 | -1.355574 | 0.407926 | 0.432793 | -0.473674 | 0.420730 | 0.585954 |
| **4** | 0.827377 | 0.737695 | 0.407926 | -0.474545 | -0.473674 | -0.486337 | 0.585954 |

### Outlier Detection

In [50]:

df.columns

Out[50]:

Index(['Survived', 'Pclass', 'Sex', 'Age', 'SibSp', 'Parch', 'Fare',  
 'Embarked'],  
 dtype='object')

In [55]:

col **=** ['Pclass', 'Age', 'SibSp', 'Fare','Embarked']

**for** i **in** col:

sns.boxplot(df[i])

plt.show()
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